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Abstract. Security downgrading policies control information flow and permit information release from a 
high security level to low security level. Many security downgrading policies are treated as declassification. 
This paper extend security policies to operations than declassification , the security downgrading policies 
support downgrading in practical software, each downgrading step is annotated with some operations when 
some conditions are satisfied. The security type system is  formalized as relaxed noninterference. 
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1. Introduction  
Language-based information flow security policy is often formalized as noninterference [1][2]; only allow 
information flow from low security level to high security level. Noninterference is too rigid to use practical 
software. 

Downgrading specifies information flow from a high security place to a low security place, also called 
confidentiality labels declassification. When a practical software declassifies information properly, there is 
some reason to accept some information release. 

Information secure downgrading through an explicit declassification operation when some primitive 
conditions are satisfied. Chong and Myers presented security policies for downgrading and a security type 
system that permits information release where appropriate. The policies are connected to a semantic security 
condition that generalizes noninterference, and the type system enforced the security condition[3]. 

Li and Zdancewic formalized downgrading security policies as relaxed noninterference [4]. The 
decentralized label model(DLM) puts access control information in the security labels to specify the 
downgrading policy for the annotated data [5]. Robust declassification improves DLM [6][7]. Intransitive 
noninterference [8][9][10]based on noninterference describe the behavior of systems that need to declassify 
information. The language downgradingλ  is a security-typed language[11][12]. Other methods seek to measure 
or bound the amount of information that is declassified [13][14]. 

For all security downgrading policies are intension, we therefore propose a security policy framework 
that supports downgrading in practical software, each downgrading step is annotated with some operations 
when some conditions are satisfied. 

This paper extends Chong and Myers� work that each step in the sequence is annotated with a condition 
that must be satisfied in order to perform the downgrading [3]. 

The remainder of the paper is organized as follows. Section 2 presents the motivate example. Section 3 
gives the language of security downgrading policies. Section 4 defines a programming language that 
incorporates security downgrading policies. Section 5 is concludes. 

2. Motivating Example 
This section gives a motivating example in which data is downgrading. Consider a bid system where each 
registered bidder submits a single bid to the system. Once all bids are submitted, system opens all bids and 
the bids compared; the winner is the highest bidder. Before all bids are submitted, each registered bidder may 
log in the system to examine or amend own bid, but no bidder knows any of the other bids. 
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The following pseudo-code shows an abstraction of such a system with two bidders, Alice and Bob. 
{ }1   sec _ ();string ret password read password=  
{ }2   _ _ ();string public input read user input=  
{ }3   ;string public message  

( )( )4   if declassify password input then== : '  !'message Login OK=  
     else  : '  !'message Login Failed=  
     L ; 

{ }5   sec : ;string ret AliceBid =K  
{ }6   sec : ;string ret BobBid =K  
{ } ( )7   : ;string public AliceOpenBid declassify AliceBid=  
{ } ( )8   : ;string public BobOpenBid declassify BobBid=  

                                          L  

3. Downgrading Policies 
In this section we present downgrading policies which can specify data is declassified though some operation 
if some condition are satisfied. 

Data labeled with a policy :c op p →l must be treated at security level l , the operator op may be 
applied to the data provided condition c is true, and the result of the operation is labeled with security policy 
p . 

3.1.  Policies 
Assuming there is some existing lattice L , such as the decentralized label model [5], and some security 
policy, such as in [3][4]. 

Security downgrading policies is presented in Figure1. 
 

L∈l                                          Security levels from security lattice L  
p � =                                                    Security policies 

                                          :c op p →l                            Declassification policy 
                                          l                                               Security level policy 

c � =                                                      Conditions 
                                         d                                             Primitive conditions 
                                         t                                                           True 
                                         f                                                           False 
                                         c c∧                                                Conjunction 
                                        c¬                                                        Negation 

op � =                                                            Operators 
                                         .x Lλ       
                                        . .p x p xλ λ = , . ( )x Enc xλ , L ,  
                                        .x Hλ  
 

Figure 1.  Security downgrading policies  

Here conditions are used to express when it is appropriate to declassify data; operator express 
declassification operation after some conditions are satisfied. 

l  is a security level, but l  is a security policy for declassification. 
Operator op is defined a λ − calculus, non-empty set of operation function. The operation functions have the 
order [4]: 

. . . .x L p x p x x Hλ λ λ λ=ô ô  
Those operation functions operate on any data to change security level of the data, but not to change 
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value of the data. That is: 
( ). H Lx L data dataλ →  
( ). L Lx L data dataλ →  
( ) ( ). . .p x p x password x password xλ λ λ= → =  
( ). H Hx H data dataλ →  
( ). L Hx H data dataλ →  

Define an ordering ≤  on policies: 
 

' '

'

' ' '

: :' '

, ,
L

c op c op

p p c c op op
p p

≤ ⇒

→ ≤  →

l l

l l

ô

ô
,          

'

'
L

≤
l l

l l

ô
  , 

:t op≤ →l l l
,           :t op → ≤l l l

 

The relation ≤  is not a partial order, as it is not anti-symmetric. 
If there is the equivalence relation ≡  over operators op such that 'op op≡ , then our framework reduce 

to Chong and Myers� framework [3]; If there is the equivalence relation ≡  over conditions c , then our 
framework reduce to Li and Zdancewic�s framework [4]. 

3.2. Review Motivating Example  
In motivating example, we can use the security policy :t opH L →  for password-checking, op is 

. .p x p xλ λ =  and the primitive condition is permanent true, then password is downgrading through 
( ) ( ). . .p x p x password x password xλ λ λ= → = ; we can also use the security policy :c opH L →  for 
open bids, Primitive condition c  is true if and only if both Alice and Bob have submitted their bids; op is 

.x Lλ , then for c is true, AliceBid or BobBid are downgrading through ( ). H Lx L AliceBid AliceBidλ →  
and ( ). H Lx L BobBid BobBidλ → . 

4. A Language for Local Downgrading 
In this section we present a programming language downgradingλ , based on the security-typed calculusλ − , 
that supports downgrading.  

4.1. The Language 
The language syntax is presented in Figure 2. Compared [3] language, we reduce explicit declassification 
operator. 
 
 

v∷=                                                          Values 
x                                                    Variables 
n                                                     Integers 
( )                                                      Unit 

[ ]: .x p eλ τ                                 Abstraction 
mτ                                           Memory locations 

 
e∷=                                                         Expressions 

v                                                         Values 
ee                                                  Application 
ref eτ                                             Allocation 
!e                                                   Dereference 

:e e=                                             Assignment 
;e e                                                  Sequence 
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β∷=                                                         Base types 

int                                                    Integers 
unit                                                     Unit 

'pτ τ →                                         Functions 
 refτ                                                 References 

                      
τ ∷=                                                          Security types 

pβ                                            Base types with policies 
 

Figure 2. Syntax of the language downgradingλ  

4.2. The Type System  
':τ τp  denotes that τ  is a subtype of 'τ . The subtyping rules are listed Figure 3 and typing rules are in 

Figure 4. 
 

'
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'
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:p p

p p
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  ,        
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:

β β
β β
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p

p
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'
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Figure 3. subtyping rules 

 
 

T Var−                                              
( )
, :

x
pc x

τ
τ

Γ =
Γ −

 

T Int−                                             
, : int ppc nΓ −

 

T Unit−                                          
, ( ) : ppc unitΓ −

 

T Loc−                                           
, :  ref ppc mτ τΓ −

 

 

T Sub−                                           
'

'

, :  ref

, ! :

p p

p p

pc e

pc e

β

β

Γ −

Γ −
U

 

 

T Deref−                                       
'

'

, :  ref

, ! :

p p

p p

pc e

pc e

β

β

Γ −

Γ −
U

 

 

T Seq−                                  
1 2

1 2

, : ; , :
, ; :

ppc e unit pc e
pc e e

τ
τ

Γ − Γ −
Γ −
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T Abs−                               
[ ]
[ ] ( ) '

'

'

, :

, . . : p

p

pc x e

pc x p e

τ τ

λ τ τ τ

Γ −

Γ −  →

a
 

 

T App−               
( )'

'

'

' '
1 2

'
1 2

, : ; , : ;

, :

pc
p p

p p

pc e pc e pc pc

pc e e

τ β τ

β

Γ −  → Γ − ≤

Γ −
U

 

 

T Alloc−                                
( )p

'

, :  ;

, ref :  ref

p

p p

pc e pc p

pc eβ

β

β

Γ − ≤

Γ −
 

 

T Assign−              
'

'

'
1 2

1 2

, :  ref  ; , :   ;

, :

p pp

p

pc e pc e pc p p

pc e e unit

β βΓ − Γ − ≤

Γ − =

U
 

 

T Mem−                          
( ).T, 0m dom Mτ∀ ∈ ( ) :M m

M

τ τ−

−
 

 

Figure 4.  typing rules 

 
Definition 4.2.1. ( )eℜ  erases all security level label in e  and returns a simply-typed termλ − . 
Theorem 4.2.1. Relaxed Noninterference 

( ) ( )1 1 H : ,       dataLif e then e f if c then opβ− ℜ ≡ 1 K ( )1 H    datakif c then op k , where  

( ), Hi data i FV f∀ ∉ . 
proof  , 

By induction on all :  and :L Lv eβ βΓ − Γ − . 

This theorem shows that a type-safe can only leak secret information in controlled ways. 

5. Conclusion  
We have presented framework for declassification security policies, and incorporated the security policies in 
a security type system. The framework extends the security policies to some operations than declassification 
increases expressiveness of the security policies. 

In the language setting of a security type system, these downgrading policies are connected to some 
operations operator when primitive conditions are satisfied. Data labeled with a policy :c op p →l is treated 
at security level l , the operator op may be applied to the data provided condition c is true, and the result of 
the operation is labeled with security policy p .  

The security policies are enforced to control information flow in security type system for practical 
software. 

Our security type system is formalized as relaxed noninterference. 
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